Experiment-1

Aim: WAP to write to a text file and then read it character wise while counting the number of alphabets, numeric characters, special characters, words, spaces and lines.

Theory: An fstream object is created and is attached to the file in out mode i.e. the write mode. The string to be written is taken as input from the user. This string is then written to the file. Then the file is opened in the in mode i.e. read mode and is read char by char till end of file is detected. And by looping the number of alphabets, numeric characters, special symbols, spaces, words are counted. The output is then displayed.

Algorithm:

Step 1: START

Step 2: fstream object created and attaches to the file in ‘out’ mode.

Step 3: Input string taken from the user.

Step 4: String written to the file.

Step 5: File closed.

Step 6: File opened in ‘in’ mode and is read character wise iteratively till eof is detected.

Step 7: Each character is tested for its ASCII value and then appropriate counters are incremented.

Step 8: Final value of all the counters is displayed.

Step 9: END

Code:

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

fstream file;

file.open("test.txt",ios::out);

char input[1000];

cin.getline(input,10000);

fflush(stdin);

file<<input;

file.close();

file.open("test.txt",ios::in);

char c;

int space=0,characters=0,special=0,number=0,words=0;

while(!file.eof() && file.get(c))

{

if((c>='A' && c<='Z') || (c>='a' && c<='z'))

characters++;

else if(c==' ')

space++;

else if(c>='0' &&c<='9')

number++;

else

{

special++;

}

}

words=space+1;

cout<<"alphabets: "<<characters;

cout<<endl;

cout<<"space: "<<space;

cout<<endl;

cout<<"numbers: "<<number;

cout<<endl;

cout<<"words: "<<words;

cout<<endl;

cout<<"special: "<<special;

file.close();

return 0;

}

Output:
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Result: We have successfully counted the required number of alphabets, numbers, special characters, spaces in the file as input by the user using file manipulation functions.

Conclusion: In this experiment we implemented fstream functions and objects and with the help of that successfully read and wrote input data from and to the file.

**Experiment-2**

Aim: To implement the First Come First Serve Algorithm on a random set of input processes from the user. Given the arrival and burst time for each process, calculate the completion time, turn around time and waiting time for each process.

Theory: Random processes are taken as input from the user with their arrival and burst time. They are pushed to a fifo queue. They are then sorted according to their arrival times in increasing order. Then after sorting, one by one the process at the front of the queue is popped and its parameters are calculated. To keep track, an extra variable, Starting Time is maintained for each process. For the first process, starting time is same as arrival time. But for the further processes, the starting time depends on the completion time of the previous process; If the completion time for the previous process is less than the arrival time of the current process then its starting time is same as its arrival time; else its starting time is the completion time of the previous process. The completion time is the time when the current process’ execution gets over. It is given by starting time plus burst time. The turn around time is calculated as the net time in CPU and is formulated as completion time minus arrival time. Waiting time is given as turn around time minus burst time.

Algorithm:

Step 1: START

Step 2: Take the process parameters- arrival times and burst times for all the processes as input from the user. Simultaneously push then to a fifo queue.

Step 3: Sort this queue in a non decreasing fashion on the basis of arrival times of the processes.

Step 4: Pop the queue while it is not empty and perform the following steps ( 5-9 ):

Here curr is the current process and prvPrcess is the previous process in the final ans vector.

Step 5: calculate the starting time:

if(size(queue)==0){curr.startTime=curr.arrivalTime;}

else if(size(queue!=0) && prevProcess.completionTime<curr.arrivalTime){

curr.startTime=curr.arrivalTime;}

else{ curr.startTime = prevProcess.completionTime;}

Step 6: completionTime = startTime+burstTime;

Step 7: TAT = completionTime-arrivalTime;

Step 8: waitingTime = TAT-burstTime;

Step 9: push the current ans parameters as a single object into the ans vector.

Step 10: print all the parameters in tabular manner.

Code:

#include<iostream>

#include<queue>

using namespace std;

class processParas

{

public:

int AT;

int BT;

};

class finalAns

{

public:

processParas p;

int ST;

int CT;

int TAT;

int WT;

};

void sortJobsAccordingToAT(queue<processParas> & processes){

vector<processParas> ans;

while(processes.size()!=0){

processParas curr= processes.front();

processes.pop();

ans.push\_back(curr);

}

for(int i=0;i<ans.size()-1;i++){

for(int j=0;j<ans.size()-i-1;j++){

if(ans[j].AT>ans[j+1].AT){

processParas temp;

temp.AT=ans[j].AT;

temp.BT=ans[j].BT;

ans[j].AT=ans[j+1].AT;

ans[j].BT=ans[j+1].BT;

ans[j+1].AT=temp.AT;

ans[j+1].BT=temp.BT;

}

}

}

for(int i=0;i<ans.size();i++){

processes.push(ans[i]);

}

}

int main()

{

queue<processParas> programQueue;

int n;

cout<<"enter the number of processes"<<'\t';

cin>>n;

cout<<endl;

for(int i=0; i<n; i++)

{

processParas obj;

cout<<"enter arrival time for process "<<i+1<<" ";

cin>>obj.AT;

cout<<endl;

cout<<"enter burst time for process "<<i+1<<" ";

cin>>obj.BT;

cout<<endl;

programQueue.push(obj);

}

sortJobsAccordingToAT(programQueue);

vector<finalAns> ans;

while(programQueue.size()!=0)

{

processParas currProcess = programQueue.front();

programQueue.pop();

finalAns currAns;

currAns.p.AT=currProcess.AT;

currAns.p.BT = currProcess.BT;

if(ans.size()==0){

currAns.ST=currAns.p.AT;

}

else if(ans.size()!=0 && ans[ans.size()-1].CT<currProcess.AT)

{

currAns.ST=currAns.p.AT;

}

else if(ans.size()!=0 && ans[ans.size()-1].CT>currProcess.AT)

{

currAns.ST=ans[ans.size()-1].CT;

}

currAns.CT=currAns.ST+currAns.p.BT;

currAns.TAT=currAns.CT-currAns.p.AT;

currAns.WT= currAns.TAT-currAns.p.BT;

ans.push\_back(currAns);

}

cout<<"P\_ID"<<'\t';

cout<<"AT"<<'\t';

cout<<"BT"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int j=0;j<50;j++){

cout<<'-';

}

cout<<endl;

for(int i=0; i<ans.size(); i++)

{

cout<<i+1<<'\t';

cout<<ans[i].p.AT<<'\t';

cout<<ans[i].p.BT<<'\t';

cout<<ans[i].CT<<'\t';

cout<<ans[i].TAT<<'\t';

cout<<ans[i].WT<<'\t';

cout<<endl;

for(int j=0;j<50;j++){

cout<<'-';

}cout<<endl;

}

}

Output:
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Result: We have successfully implemented the First Come First Serve Algorithm using a fifo queue data structure. Completion time, turn around time and waiting time for each process is calculated and verified.

Conclusion: First Come First Serve algorithm grants the cpu memory to the processes as the arrive in the job queue and are executed in increasing order of arrival time i.e. the one which comes first gets executed first irrespective of the burst time.

**Experiment-3**

**Aim:** To implement the Shortest Job First Algorithm on a random set of input processes from the user. Given the burst time for each process (arrival time for all the processes is assumed to be 0), calculate the completion time, turn around time and waiting time for each process.

**Theory:** Random processes are taken as input from the user with their burst time. They are pushed to a vector of processes. This vector is sorted according to the burst times of the processes in a non decreasing order; so now the process with the least burst time is at index 0 and maximum burst time at the last index. Now iterating the vector from index 0 to last, all the parameters for the processes are calculated. For the first process, the process starts as soon as it arrives (at t=0), so its completion time is equal to the burst time plus the start time (which is zero). For the rest of the processes, the starting time is equal to prev process’ completion time and so the completion time for this process is its starting time plus its burst time. The turn around time for each process is same as that the completion time. The waiting time is given by turn around time minus the burst time.

**Algorithm:**

Step 1: START

Step 2: Take the process parameters- burst times for all the processes as input from the user. Maintain an input vector for the same.

Step 3: Sort this vector in increasing order of burst times of the processes.

Step 4: Iterate the input vector and perform the following steps for each process ( 5-9 ):

Here curr is the current process and prevPrcess is the previous process in the final ans vector. i is the iterater.

Step 5: calculate the starting time:

if(i==0){curr.startTime=0;}

else { curr.startTime=prevProcess.completionTime;}

Step 6: completionTime = startTime+burstTime;

Step 7: TAT = completionTime;

Step 8: waitingTime = TAT-burstTime;

Step 9: push the current ans parameters as a single object into the ans vector.

Step 10: print all the parameters in tabular manner.

**Code:**

#include<iostream>

#include<vector>

using namespace std;

class processParams

{

public:

int p\_id;

int BT;

};

class finalAns

{

public:

int p\_id;

int BT;

int AT=0;

int ST;

int CT;

int TAT;

int WT;

};

void sortByBurstTime(vector<processParams> & input)

{

for(int i=0; i<input.size()-1; i++)

{

for(int j=0; j<input.size()-1-i; j++)

{

if(input[j].BT>input[j+1].BT)

{

processParams temp;

temp.BT=input[j].BT;

input[j].BT= input[j+1].BT;

input[j+1].BT= temp.BT;

temp.p\_id=input[j].p\_id;

input[j].p\_id= input[j+1].p\_id;

input[j+1].p\_id= temp.p\_id;

}

}

}

}

int main()

{

int n;

cout<<"Enter the number of processes: ";

cin>>n;

vector<processParams> input;

vector<finalAns> ans;

for(int i=0; i<n; i++)

{

cout<<"Enter the burst time for process "<< i+1<<" ";

processParams tempObject;

tempObject.p\_id=i+1;

cin>>tempObject.BT;

cout<<endl;

input.push\_back(tempObject);

}

sortByBurstTime(input);

for(int i=0; i<n; i++)

{

processParams currProcess=input[i];

finalAns tempAns;

tempAns.BT = currProcess.BT;

if(i==0)

{

tempAns.ST=0;

}

else

{

tempAns.ST=ans[i-1].CT;

}

tempAns.CT = tempAns.ST + tempAns.BT;

tempAns.TAT = tempAns.CT;

tempAns.WT = tempAns.TAT-tempAns.BT;

tempAns.p\_id=currProcess.p\_id;

ans.push\_back(tempAns);

}

cout<<"P\_ID"<<'\t';

cout<<"AT"<<'\t';

cout<<"BT"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int i=0;i<50;i++){

cout<<'-';

}

cout<<endl;

for(int i=0; i<n; i++)

{

cout<<ans[i].p\_id<<'\t';

cout<<ans[i].AT<<'\t';

cout<<ans[i].BT<<'\t';

cout<<ans[i].CT<<'\t';

cout<<ans[i].TAT<<'\t';

cout<<ans[i].WT<<'\t';

cout<<endl;

for(int i=0;i<50;i++){

cout<<'-';

}

cout<<endl;

}

}

**Output:**

![Screenshot (214).png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAocAAAEwCAYAAADFM9uyAAAABGdBTUEAALGPC/xhBQAAKaVJREFUeF7t3eGx2zjSKND7hTkhbCwTxqawaey/DWQy8Htal3ZoGkA3CPKKBI6rXFNjEkD3AUi0KF3d//vPP/7548sfAgQIECBAgAABAi+BV3HoLwNrwBqwBqwBa8AasAasgf8+NHwvhH/98ecPfxlYA9aANWANWAPWgDWw9hr4pTj84Q8BAgQIECBAgMByAn/99deP999fisP//y7z6/OHxb8zKG1ze2I+T4n/KXE+cQ2MxDzztT3ioi0BAgQI/PhfYfgqEH97cvjeQLZQr3/r+dN7fk/fmXNb45fyy/R5l3PuHv82vrvHepc5/a44zMd3SRuHAAECzxOoPjl8pTK6gYy2H+WMxo+Oj45/dfu7x3/3+K6en+/o/+iTWXPzHbNjDAIECDxToKs43D6FK70ttX/C2HtOrf2RQjXztln0ZGvfR88UZ3N/97nfrHvirxUIrfj3bY4UC5HPkT5LHqX8MvFn46vFeff22+tie21m1unI3GT6dw4BAgQIPFcgVRy2NudacRMVdLViqFQgHt0Eow2wVWBk4mtNe9S+5/h74+9tUyrmz/LNxlIrXDOXTHaM0vroaVtaq3dvn/HLrM+R+RmNQXsCBAgQuKdAqjjcFoDRk65a8bFPv/fJWFRslnizxWEpp0x8mc0369UqRkaKw9bTr8zTt1qOUfF0ZL5qayQyLPlE8WXXRsYva1S6Nkb6P/OWEnmcOZa+CBAgQODeAl3FYavwK20urQ0nsxllzukp0HqKj7PH7i1WtuePFIcjPj1te+c/c1n0mvWsz2h+o+PZF0G1Ivms/s968tcTT2bunEOAAAECzxXoLg6zhcp+Uzyy0Y9uWPsC6x179CSqtKH3xtKbb+v8rHkr37OLtyi/73xyWLr8oviefny/hvdrO7olRflH7R0nQIAAgXkFDn/PYXZzaT3Z2B6rFW69RVnt6WCr/6hYPBJDxmdv01PMls7tMWzZZ5f71fO373+bXyb+6JynH8/OU+28KP/R/rUnQIAAgWcKNJ8cPjMlUc8icKQonyV3eRAgQIAAgU8JKA4/JW/cpoCnWhYIAQIECBD4jIDi8DPuRiVAgAABAgQI3FLg8GcOb5lNR1Ctz0J2dFM99er+z4jxrD4++fbvSs5nzdfZ/fT+MExm/NLnTa8YJxOLcwgQILCawOGfVs5CffqG3hr/6qLm6v4zczDqn2n/qTyjH+DJ+DhnTOCqub+q37FstSZAgMAaAt3FYQ/Lp2/w0fjR8Z5cS+de3X8U3+j4o+2j+EaP3z2+0fzu3P7qz4Sa2zvPvtgIEJhdoKs43D5FKr3ts8XKvC3U2mD2bxf2bhY947/iLvU/ugG2jPbj1f7/bd4bXyb/1uLOtM/O334u3+Oe5VvLIxtfbf4zPtu2tevj6PqKfK4+nrn59V6XmT6PzEe2X+cRIECAQCyQKg5Lm3tU3EQ3+N72tQIju4GXzmsVoJn4It5WH5n+t+dExXKreIzijIqrqH00dqnAzeSfmduo8NwXoqUXMLUCrzfvzHzXiv3I47uPR7m3XLNtR+b3jDH0QYAAAQJlgX//+98/3n+//vOPf/54/f3XH3/+9+zShlTbFKICYT9875OpqNhsFX/Z4qdWjB0pTGt+2eKgVLBEBULN+Ojizz4Viua+VRxGT78yBURm7lsx1uYkcovmY+TFR2Tfc/1k13+Ub8b5SB+ZNpFHpg/nECBAgEBOoKs43HYZbYxRMZe52WfOOVo89BZvOc5fz8o8SaoV25Ffay5affbkkfUfKQ574ukpfkfXZyauaIyW30jbnrWROTc7z4rDzKpwDgECBJ4v0F0cHnnyFRVitQ1sZNPa9xkVMNH5R2K5sjiMioson8zSLT1JzRYI+7ZRPGf4nvnipdcns8Z74ovm9+rjmfwzhWe2n6jwP7I+jo6tHQECBFYXqBaHtbeteorD7ebxblfaIFuF2+imsH9r7z1+6d9rG+6RGEqF1d5gH0OtTclub5s558hir/mVxo+KySt8W3OzX8PZtZd1Kl0jpfWVmZve6yMz/638M+1bDrX7Q9Yuc14Uf6YP5xAgQIBAv0DzyWF/d1oQWEfgyIuGdXRkSoAAAQJPFVAcPnXmxP1RAU+1PspvcAIECBC4UEBxeCGurgkQIECAAAECTxNQHD5txsRLgAABAgQIELhQQHF4Ia6uCRAgQIAAAQJPE1AcPm3GxEuAAAECBAgQuFBAcXghrq4JECBAgAABAk8TUBw+bcbES4AAAQIECBC4UEBxeCGurgkQIECAAAECTxNQHD5txsRLgAABAgQIELhQQHF4Ia6uCRAgQIAAAQJPE1AcPm3GxEuAAAECBAgQuFBAcXghrq4JECBAgAABAk8TUBw+bcbES4AAAQIECBC4UEBxeCGurgkQIECAAAECTxOoFodfX18/an+flmQp3m1uV+Rzdf9XxHy0z3euR9uPtFvJecTpirb7+8PZY1zd/9nx6o8AAQKzCDSfHJY2/de/9fzpPb+n78y5rfGvLmqu7n80/7PafyrP7bifiiFjOOM5e++z/a/uf8Y5kRMBAgTOEuguDnsGPnvD6Bn7dW40fnS8d7z9+Vf3H8U3Ov5o+yi+0eN3j280vzu3/+7izVzfeTWIjQCB2QT++uuvH++/X//5xz9/vP7+648//5tnaQN4A5Tect7iZN6Sbr1ttH+7sHdz6Bm/VkiOvq3VMoo210z+Wb99X5lF3ONXmpvR9j0x1s7N+mReSLQK/5Lv6PxtY6qt/Wh9jh7PzMH+ftDTpufc3uu/p2/nEiBAgMCvAqnisLX5tTaH1g09Ko72G/ZIgZMpHmrjjWx+rRxH8+9tf2ThZzfkVnH4dj3bN/viJLs+z1hfmfl+nVN74fU+dofjPeslu056+tzP29bmSD/aECBAgEBeIFUcbm/Utc02KhD2IfU+WSptmFGa0aaV3cyPFA7RBt9T3GULippx5BQVz1H7aO5L8Wfm/8i4R9Znzbd3/NqctvLviXcbT8avd/1H+ZaOR2Mc6fOT45wVr34IECDwZIGu4rC0OdU2t6iYy2wqmXNa+FH7THE4Mrk9/UcF1pE8o/yj3LLto9gzxVEUS2/B0FN8Hxk7Kv57138m3tb1d2R9tK7djEl2fWT6is75zrGiWBwnQIDA7ALdxWHPU6ztDT3a/KIC48hEtMaPNvco3kw8VxaHmfii/KMcsu2jucsUh0c2/1abXp/IIlOcZsasFWRR2+8+HnlE8UTto+NX9x+N7zgBAgRWFqgWh++bc+m/UWFVesLxLhBqx/bH9+MenaRtP1FctQ1ptHDJxlAqxjIFUPacI4a12LdroDRXUcFYat8TX2Z9tM7JtI/iqV0b2dyiGD59vJV/7f4QmfUcj/Lv6cu5BAgQIJAXaD45zHfjTALrCRx50bCekowJECBA4GkCisOnzZh4byHgqdYtpkEQBAgQIHCBgOLwAlRdEiBAgAABAgSeKqA4fOrMiZsAAQIECBAgcIGA4vACVF0SIECAAAECBJ4qoDh86syJmwABAgQIECBwgYDi8AJUXRIgQIAAAQIEniqgOHzqzImbAAECBAgQIHCBgOLwAlRdEiBAgAABAgSeKqA4fOrMiZsAAQIECBAgcIGA4vACVF0SIECAAAECBJ4qoDh86syJmwABAgQIECBwgYDi8AJUXRIgQIAAAQIEniqgOHzqzImbAAECBAgQIHCBgOLwAlRdEiBAgAABAgSeKlAtDr++vn7U/j412W3c29yuyOfq/q+I+Wif71yPth9pt5LziNMVbff3h7PHuLr/s+PVHwECBGYRaD45LG36r3/r+dN7fk/fmXNb419d1Fzd/2j+Z7X/VJ7bcT8VQ8ZwxnP23mf7X93/jHMiJwIECJwl0F0c9gx89obRM/br3Gj86HjvePvzr+4/im90/NH2UXyjx+8e32h+T2p/9lwoDp80+2IlQGA2ga7icPsUrvSW8xYn85Z0622j/duFvZtPz/i1QnL0ba2WUbT5ZfLP+u37yiziHr/S3Iy274mxdm7WJ/NColX4l3xH528bU23tR+tz9HhmDt7n9F6fUd/R9RG1d5wAAQIEjgukisPW5tfaHFobRubmvz1npMDJFA/7AiETX8Te6iPTfyv/3vZRrKXj2Q2/VRy+Xc/2bRXepWIvE2M239qaz8z365xMfNH8Xn08u16OXJdH+u6dm+wYziNAgACB3wVSxeF2M8xujKUNcDt875OlqL8jxU12Mz+6AWb6zxTX2YJibzC6oWbbZwqvWnEYPd1qXbRnvfio+UY3jGyBVuo/2zbzwqa2PqP5i45H+Zeu55422XPPjDM7pvMIECCwskBXcdjaDKIC4UjhMropRO17ircji6Sn/16/zMYc5R/llG0fxZ4pjqJYeov/qPg68mIjWsOZMbMvriL76HhmfbRemPTOR088d+q7NxbnEyBAYAWB7uKw5ynWdsOINs6owDgyGa3xS8VBT7yZeK4sDiPPfX5HNu/Ir1Vc7NtG8YzG11u4Pa04jOb77OPR+o7Gi9pnjx9ZF9m+nUeAAAECZYHD33OY3Rze572LytITjVZhOLo51MYv/XstpyMxlAqrvcE+hlqbkt22uGnF1/LPXBQ98xcVk1f4ZnNv2dd8I5+tzZHc9u1rBW4tx6vb9+Yfnd97fHTt9o7nfAIECBD4KeA3pFgJBA4KHHnRcHAozQgQIECAwLcJKA6/jdpAMwlET+1mylUuBAgQILCWgOJwrfmWLQECBAgQIECgKaA4tEAIECBAgAABAgT+J6A4tBgIECBAgAABAgQUh9YAAQIECBAgQIDA7wKeHFoVBAgQIECAAAECnhxaAwQIECBAgAABAp4cWgMECBAgQIAAAQINAW8rWx4ECBAgQIAAAQLeVrYGCBAgQIAAAQIEvK1sDRAgQIAAAQIECHhb2RogQIAAAQIECBDICPjMYUbJOQQIECBAgACBRQQUh4tMtDQJECBAgAABAhmBanH49fX1o/Y30/Hdz9nmdkWsV/d/RcxH+3znerT9SLuVnEecrm575Rp49e0PAQIECHyfQPPJYemG33uj7j3/7NRb41+5ob3yuLr/jNWof6b9p/LcjvupGDJzMPs5Vxbo5nX21SM/AgTuKNBdHPYk8ekbezR+dLwn19K5V/cfxTc6/mj7KL7R43ePbzS/J7Tfv7twVsxX9XtWfPohQIDAzAJdxeH2KVLpLectVOYt6dYGsH8a0VsI9Ixfe8o3ukG1jPb51P7/bV7KP+t35MlOj18mtsw5vRdatCayPkee8m7HLvlm1m+0vj59PJqPkkHUpvd4NMe9/TmfAAECBGKBVHHY2vzeQ7Q2/8xTtaj9SIFTY2ht4FHxFtP+/rZyazPtzT8T3+jGmm2fiX1fgGXibxm3Cu9SsZeJMZtvbc23coqKxcjju49H6zuKJ2qfPd47J9l+nUeAAAECdYFUcbjdDLMbY/Q0prS5v/5t+yfaUKOJjTaW7GZ+pDCNCpTM5hrl35tf5LU/HvWffWHwntdScbxfBz0xtuI7wzeKJRqjNX/ZtpkXNrX1Gc1fdLy3OB/pL8ozmgvHCRAgQOA8ga7isFS4ZQuEI4XH6GYTtc8UhyPUPf2XYo3ib9lHxXkmr5Hx94XgPp5s35kCpXROVHxd4ZMZM/viKvKJjreu1SPXYrReeuKJ+uqJvacv5xIgQIBATqC7OCw9BapttKUnRdnN8ezNO1N89cSb4b2yOMwUIq18euPveUpXKgSj4vBIcdETU2b+MyY9L5BG4ovm9+rjoxa97WvnH1kXZ42tHwIECKwqcPh7DqPNaV8EvovK0uba2rhHN4d3+/34pX+v5XQkhlJhFsVQa1Oy2xZbmSKk1ke08Gt+pfGjYvQK32zuLfszbI7ktrXtvT4y8z/af7Q2Stf4Ucv9WPvYj1yD2fidR4AAAQK/CvgNKVYEgYMCCpaDcJoRIECAwK0FFIe3nh7B3VUgeip317jFRYAAAQIEIgHFYSTkOAECBAgQIEBgIQHF4UKTLVUCBAgQIECAQCSgOIyEHCdAgAABAgQILCSgOFxosqVKgAABAgQIEIgEFIeRkOMECBAgQIAAgYUEFIcLTbZUCRAgQIAAAQKRgOIwEnKcAAECBAgQILCQgOJwocmWKgECBAgQIEAgElAcRkKOEyBAgAABAgQWElAcLjTZUiVAgAABAgQIRAKKw0jIcQIECBAgQIDAQgKKw4UmW6oECBAgQIAAgUhAcRgJOU6AAAECBAgQWEigWhx+fX39qP2dwWeb2xX5XN3/FTEf7fOd69H2I+1Wch5xOrvtd9wb9mOcnYP+CBAgQKAs0HxyWNr0X//W86f3/J6+M+e2xr+6qLm6/9H8z2r/qTy3434qhozhjOdc7b3v/+rxZpwjOREgQOCoQHdx2DPQp2/o0fjR8Z5cS+de3X8U3+j4o+2j+EaP3z2+0fzu3P5qe8XhnWdfbAQIzC7QVRxun8KV3lbaYmXedmq9bbR/u7B3M+oZ/xV37SnpyNuWLaNo88vkn/U7kkOPX8Yuc07vxRatiaxPbf5b8WzHLvmOzt82plqerfzOaJ/Nv3fejpwfzfWRPrUhQIAAgbJAqjhsbX7vblubf+apWtR+pMCpTX5rA4+Kt8yCavWR6b9VgPS2z8S7Pye7IWfmbl+AZeLPFCe1dZHpPyrwIrNojJH56+m7VNyOts/mfuS6jPo+ug57+3U+AQIECAwUh9sCsFYMRgVC7Yb/XU93egvUfVzZQmk7zlnF4aufTAFw9qaazTma+1L8V/hm7fdruOYb3TSyBVgr/57rqZRf5vqJXhxFeWaOZ9dKpq/WPPa2dz4BAgQI9Auknhz2Fla1Da/3pj+64UTte4q3ftrf36ouPUlqWUXxR87Z9qPFw0hxeMQ1yjtbSJ/tExWLPcVrFFt0vOda6+lrdK30zPcZcfWM51wCBAgQ+CnQXRz2PMXqKYaiAuPIhLXGjwqIno0+u2H2eJTi6yku9u2PbLSRX7awPfLkLDPfrZwy83fEpGcORuKL4r/6eOQfjR+1j45f3X80vuMECBBYWeDw9xxmb97v894FQmlzbRWGZ23g+/FLcdVyOhJDqbCKYqi1Kdlti79MEVLrI1r8PfMXFZNX+GZzb9mfYXMkt61t7/WRmf/R/nvWxlHD6IVVlEMUo+MECBAg0C/gN6T0m2lB4L8CR140oCNAgAABAncXUBzefYbEd0sBT7RuOS2CIkCAAIETBBSHJyDqggABAgQIECAwi4DicJaZlAcBAgQIECBA4AQBxeEJiLogQIAAAQIECMwioDicZSblQYAAAQIECBA4QUBxeAKiLggQIECAAAECswgoDmeZSXkQIECAAAECBE4QUByegKgLAgQIECBAgMAsAorDWWZSHgQIECBAgACBEwQUhycg6oIAAQIECBAgMIuA4nCWmZQHAQIECBAgQOAEAcXhCYi6IECAAAECBAjMIqA4nGUm5UGAAAECBAgQOEFAcXgCoi4IECBAgAABArMIVIvDr6+vH6W/PYnv22/bjvbdE8fIue84932c4TMS19Vto/yi41fH913919bw7Pln85v1+ijltf23rM93rVPjECBA4EyB5pPD/Q2ythG0Amq1Kd1sz0xutK+ouH31v89hdMw7tW/N/+uY/Oed/8z8znx9ZIrD2df/ne5FYiFA4HsFblMc7m+038vw+2jZwvhIwfzp3LLjZwxmzT8qDt6Gs+Yf5ZdZG3e7prPrvhZ3dk30jONcAgQI3FFAcViZldk3v8xizBjMWhxl88qel/G+4znR28a9ReQdcyzFlC0EZ5//p8yXOAkQOFcgVRxu3z7qHT77tvLdnjJkCqO7xdw7N9H5pc9V7dvMujlm88qeF1nf9bji8OdHB3qeJt51LsVFgACBrECqOMx2ln0FXnvacKeNtlQYvTeJbZ53inlknjJzl32acnYcn+gvO6/Z8z6RwxljRsXh/jqZ5cXDNm/F4RkrSR8ECDxJQHFYmS1PDn/9YYvVnpxkC+HVi8PaC73o359wk9wXiKu9OHzCHImRAIFrBG5THN5tk1Ucrl0clorhbMF4zaX6mV6jJ4dREXi367pHUXHYo+VcAgRmEkh/z+GRpFtvOWU+z3ZkzLPaZIrD6C21s2L5RD+Zt9Vnzn9f9LQKwycXQK21lbl+W8Xh09dHVBw+Pb9P3FeMSYDAMwQO/4aUWvEw60b5jOkUJQECBAgQIEBgTOBwcTg2rNYECBAgQIAAAQJ3FFAc3nFWxESAAAECBAgQ+JCA4vBD8IYlQIAAAQIECNxRQHF4x1kREwECBAgQIEDgQwKKww/BG5YAAQIECBAgcEcBxeEdZ0VMBAgQIECAAIEPCaS/53D71TWvWFtfZeM4H+vjq3qNuD5cH7NfHx/azwxLgMBJAp4cngSpGwIECBAgQIDADAKKwxlmUQ4ECBAgQIAAgZMEFIcnQeqGAAECBAgQIDCDgOJwhlmUAwECBAgQIEDgJAHF4UmQuiFAgAABAgQIzCCgOJxhFuVAgAABAgQIEDhJQHF4EqRuCBAgQIAAAQIzCKSLw/f3cs2QdDaH0neRZdvOdN7LYeU/8l9z/l3/K1/1ciewtkCqONx/AfYKZKVieOUCeYU5L+W44pxvHVbN3/W/6hUvbwIEXgJhcbh/9bwK235zWK1AXnXe3+tb/r/+hpdVrvv9/JfWw2oW8iVAYD2BZnG4LZBWe4JQyn01g9flsGLOnpz9LbDq/Lv+19sMZUyAwN8C4e9Wrr2Snh1xvzmsWiitWhysuu731/Wq8+/6n/0OLz8CBFoCYXG46oeyS28rrrhRrpizJ4eeHLr+bZwECKwsEH7mcNUnKKXPGK5YKK2Ys+JQcej6X3lblDsBAorDyhrw04o/YRSHP38wY9U/q86/63/VFS9vAgReAqnicNWf3Fz1LfVtUWju1/yp3dLaX61IXvn6tz0SILC2QKo4XJtI9gQIECBAgACBdQQUh+vMtUwJECBAgAABAqGA4jAkcgIBAgQIECBAYB0BxeE6cy1TAgQIECBAgEAooDgMiZxAgAABAgQIEFhHQHG4zlzLlAABAgQIECAQCigOQyInECBAgAABAgTWETj86/Nq34P2/i40x3/9frz9b1zgw6f1XYLWh/Xx5PWxzhYqUwJzCnhyOOe8yooAAQIECBAgcEhAcXiITSMCBAgQIECAwJwCisM551VWBAgQIECAAIFDAorDQ2waESBAgAABAgTmFFAczjmvsiJAgAABAgQIHBJQHB5i04gAAQIECBAgMKeA4nDOeZUVAQIECBAgQOCQQPf3HB4a5aGNSt8z9tBUDoW9z/9QJw9uJP9fv2vwwVM5FPr7u1uHOtGYAAECDxIIi8MH5XJqqO/CYNtp6d9OHfRGne1zXSn31zTI/2dh+P6z2vyvnveNbkVCIUDgAwKKwwp6rThY5SnC6sXRflmsWhytWiSt/tT4A3uRIQkQuJGA4jBRHNoofn+SdqM1/C2hKA5/fZL4Leg3GGT1eb/BFAiBAIEPCITF4f53An8gxo8Mud0U9r8v+iMBfXDQlTfIVdf//onhKk/MPTH+4I3G0AQI3EYg/dPKqxUIpaeFqxm8VumKOZeuztUdVs1/1bxvs0MJhACBjwgoDoO3lVf+UL6N8e/FsbrFqvmvmvdHdiODEiBwG4HwbeX920u3ifziQEqbwkobxeo/kCJ/P63syfnFN1ndEyBwW4Hmk8PVfxBjn/9Kn7sq5b5S/tvCYKUXBds71crXv/V/2z1LYAQIfINA+m3lb4jFEAQIECBAgAABAh8WUBx+eAIMT4AAAQIECBC4k4Di8E6zIRYCBAgQIECAwIcFFIcfngDDEyBAgAABAgTuJKA4vNNsiIUAAQIECBAg8GEBxeGHJ8DwBAgQIECAAIE7CSgO7zQbYiFAgAABAgQIfFgg/BLs2nf91b4HbP97iLX/+WXC+9/Ry+93l+33CfLh0/quQevj3uvjw/ua4QkQGBTw5HAQUHMCBAgQIECAwEwCisOZZlMuBAgQIECAAIFBAcXhIKDmBAgQIECAAIGZBBSHM82mXAgQIECAAAECgwKKw0FAzQkQIECAAAECMwkoDmeaTbkQIECAAAECBAYFFIeDgJoTIECAAAECBGYSaBaHpe/nmyn5KJfadzRG7WY5vvr8v+Zx//2Us8xtNo+V87f+s6vEeQQIzCYQfgn2O+HtFxTPhlDKp5TvSgb7XFfKfdU1v78OVpzz2tyvbLHC/V6OBAj8KqA4rKyIWnH0/g0wqy2k1TbH1fJVGLav6NXXw2r3O/kSWF0g/ZnD1W6OrV/ltuKiWXn+zfeKAr/mvNr6N+MECKwtkCoOV7wx7ovD1zJZ2WG1J6Y+b1r+neCr3S5X/szlanMtXwIE/hYIi8MVC6JtIVh6grjiAlptHaz+mcvV8/c2+4p3OTkTIPAWSP208opcpScGqxVI23lfLffVi6PV81ccrnjXlzMBAmFxuPrm4KeVf76t+P6jOPzVY/ZbiOt/7fU/+/qWHwECbYHwp5X3n71aCdTnzn793NlKc1/7aMFKBitf++Z/pZUuVwIE9gLhZw6RESBAgAABAgQIrCOgOFxnrmVKgAABAgQIEAgFFIchkRMIECBAgAABAusIKA7XmWuZEiBAgAABAgRCAcVhSOQEAgQIECBAgMA6AorDdeZapgQIECBAgACBUEBxGBI5gQABAgQIECCwjkD39xy+vxi59B2ApV81V/uuQO1//921/P7+4mHrw/qorYHX7dn6uPf6WGcLlSmBOQU8OZxzXmVFgAABAgQIEDgkoDg8xKYRAQIECBAgQGBOAcXhnPMqKwIECBAgQIDAIQHF4SE2jQgQIECAAAECcwooDuecV1kRIECAAAECBA4JKA4PsWlEgAABAgQIEJhTQHE457zKigABAgQIECBwSCBVHL6/2/DQCA9uVPuOxgenlA699R1z6U4mOTFa/9HxpzNE+UXHn5z/9jp4ch5iJ0CAQI9AWBxuv5i5p+Onn1vKeyWLlXJtrdXIITo+43WwzWnm/GfO7enrUvwECFwrkP4NKdeGcb/e9xvDak8QVt8Y909O9ys0On6/Fd0XUZRfdLxvtPudvfr6v9+MiIgAge8U8OSwot36VXbfOUGfGsvm+FM+coiOf2r+zho3yi86flYc393PrHl9t6PxCBB4poDiMFkcZgqFZy6BctQrf95yKxIVCdHxp6+JKL/o+FPzt/6fOnPiJkDgDAHFYVAclp4gngH/tD5mLQKieYjyjo5H/d/9eJRfdPzu+dXiq32s5Kn5iJsAAQI9AorDRHH4PmXWjTCzYFbNPco7Op6xvfM5UX7R8Tvn1opNcfjUmRM3AQJnCCgOg+Jwe3jWjbBEYHP8qRLNeXT8jIv0k31E+UXHPxn7yNjW/4ietgQIPF0g/dPKs24CmacH288fPX3Ce+Lff+6qp+3Tzy195uz1b+8/0XH5P13g7xcGK977nj97MiBAYEQgfHI40rm2BAgQIECAAAECzxJQHD5rvkRLgAABAgQIELhUQHF4Ka/OCRAgQIAAAQLPElAcPmu+REuAAAECBAgQuFRAcXgpr84JECBAgAABAs8SUBw+a75ES4AAAQIECBC4VEBxeCmvzgkQIECAAAECzxLo/p7D93e91b7nzfGf34XH56tqwMf6cH3MfX08axsULQECewFPDq0JAgQIECBAgACB/wkoDi0GAgQIECBAgAABxaE1QIAAAQIECBAg8LuAJ4dWBQECBAgQIECAgCeH1gABAgQIECBAgIAnh9YAAQIECBAgQIBAQ8DbypYHAQIECBAgQIBA7m3l/XeRreZW+i62lQzM/6/fRbef+9nXRzT/s+f/nu/3d7fWrv3o+Er3DLkSIDCHQPgl2Nsb5Eo3wffGt53m0r/NsQx+z2Kf60q5vzSi/GdfH6vnn73vrXZdzHq/kxcBAr8KpN9WXu0mWNscVymQo+Jg9gspyn/29SH/vqfGs18P8iNAYC0BxWFlvrebY/T22oxLJioOZsy5lVPLY4X1sWr+0Yvi6Phq14l8CRCYQyAsDrcb3xwp57LYF4eltxpzPT33rFU+UxbNUPQW8vtp8qyFwsr5R3MaHY/WluMECBC4o0BYHL6DXu0mWHoatJrBqnO/vVBrc77K+pD/z7eXa39WvSfccTMTEwEC5wkoDoO3lbcbw6obgbx/XySlJ+qzObXyWSH/zLsFs835eVuLnggQeLKAn1YOisPMU6QnL4Ao9lU3v+gzl9FbrZHr3Y+vnn/2qfmq18fd16/4CBAYE2g+OSy9dTY23LNar/6Zu1U/b7p9YtS6BmZeH6Xc9m+vrpx/xudZdzvREiBA4G+B9NvK0AgQIECAAAECBOYXUBzOP8cyJECAAAECBAikBRSHaSonEiBAgAABAgTmF1Aczj/HMiRAgAABAgQIpAUUh2kqJxIgQIAAAQIE5hdQHM4/xzIkQIAAAQIECKQFFIdpKicSIECAAAECBOYXCL8Eu/ZdZrXv+Xp/F5rjP3/tFr/fDV6XlfVhfbg+5r0/zL91ypDA3AKeHM49v7IjQIAAAQIECHQJKA67uJxMgAABAgQIEJhbQHE49/zKjgABAgQIECDQJaA47OJyMgECBAgQIEBgbgHF4dzzKzsCBAgQIECAQJeA4rCLy8kECBAgQIAAgbkFFIdzz6/sCBAgQIAAAQJdAorDLi4nEyBAgAABAgTmFlAczj2/siNAgAABAgQIdAkoDru4nEyAAAECBAgQmFtAcTj3/MqOAAECBAgQINAloDjs4nIyAQIECBAgQGBuAcXh3PMrOwIECBAgQIBAl4DisIvLyQQIECBAgACBuQUUh3PPr+wIECBAgAABAl0CisMuLicTIECAAAECBOYWUBzOPb+yI0CAAAECBAh0CSgOu7icTIAAAQIECBCYW0BxOPf8yo4AAQIECBAg0CVQLQ6/vr5+lP529e7kRwhs57kn4DPXx7uv7fij/UftS2P25O/cnwJ3d7x7fNE6esVf+rNf31E/++NR+9HjvfE4nwCB+wg0nxzub6pPv8l+gr12Y/9ELK0xe+e2Vcz15pbtqyfGK/rszWuG8zPrt2dezja5e3yj+dZsR+/NUfvR46N5a0+AwGcFFIcX+n9y0+xNqzfW2uaR2axLTwdrTzXe/977dLMnvt7ce22fev7dXe4e3/ap6tHrIptj9rz99VT7/+z1mG3/1GtA3ARWFThcHO4369aTmujV76eOZ56kvW/qvfltfUqFTfaVeW38Uv+1G3rWt2cD2/a5jyV7MbU2tKj/1nxsN+X9Bl3LsXdzzeaYXWP7uKL8Mnm15qVn/dUK82jeM+PX+o58o+sr8hltH8V39EVNVJTVxh1dv1H72npp3R8jo2j9RO0dJ0DgOoFUcRhtDqVXyNnNJ/tK9uz+MqS1AmVffJT+v/Zv2XxbBU5m/FGvyGdvE+Vb6q+nOIxybuWb2cCizTHy6D0ezU9t/rPrJ+o/Ot4znz2FbDb+jGd2zqL4Susj45OJcfScKMejxfU2rsx1+DYqtYtizFz7R/oYtdWeAIG6QKo4rDXf35hKxdTRzaDnlX0U39EFkMmv9eo3c9Ot+Ww35yObV+Q3uvmV8u69wWd8WmuqZLT3jNq3/I+um0y7aH5KebQ25t75zJyfnc+o+IoK+55CNFvUROft10WtGG9d35l5Hj1nZA4yYx/tv3RdlQrIVgzZsTN5OIcAgXMFTikOSyFFm090Y4iORzf/nuNHistMfJniJ1McfodvJp9acTJSYNXG3RfmtQKidF6taIzGOvfSaveW9Y7yO7J2M8VaT8E2c3E4uiZq85ftt3edZPvtmd/MesnGmbmX9eTgXAIErhG4TXHYW0yOnp/hPLO46403unn39td7fuSTKQiiPnoL41YOUX5RcZmN9azzeuONzj/7+N6r51o4UkwcKS62bUbie7WN8j0SX+1FSs8ayr6gic5751i75q5YP608o/F6jJxLgMD5AunvOdwPvX1FvL/x7G9AmRtXqY9ojNHjmZtXZtPJntMyrG1OkV2mwIr6KG2OmaW296+tg56+tue2+s8Up1F8Rzf8TD6Zc1rr90h+vdfodvyoeM5cn7UNvyeXjFttjUT5R8VkT/y9cfaeX1q7tQLvyP3njP6j+2+U82j7qH/HCRA4LuA3pBy305IAAQIECBAgMJ2A4nC6KZUQAQIECBAgQOC4QLU4/Ncff/7wl4E1YA1YA9aANWANWAPrroH/B9t2xOpvovKkAAAAAElFTkSuQmCC)

**Result:** We have successfully implemented the Shortest Job First. Completion time, turn around time and waiting time for each process is calculated and verified.

**Conclusion:** Shortest Job First algorithm grants the cpu memory to the processes in increasing order of the burst times i.e. the process with the minimum burst time is executed first and the one with the maximum burst time is executed at the last.

**Experiment-4**

**Aim:** To implement the Shortest Remaining Time First (SRTF) Algorithm on a random set of input processes from the user. Given the arrival time and the burst time for each process, calculate the completion time, turn around time and waiting time for each process.

**Theory:** Random processes are taken as input from the user with their burst time. They are pushed to a vector of processes. This vector is sorted according to the arrival times of the processes in a non decreasing order. SRTF maintains a timestamp since it has to check after every 1 unit time for the arrival of a process which has burst time less than the current process. If such a process has arrives, the current process is preempted and this new process starts executing. This check takes place after every one unit time until all the processes have been completed. We store the information regarding the execution sequence and finish time in a class object called ‘gandtChart’. Finally, all the parameters required are calculated- completion time (CT), turn around time (TAT) and waiting time (WT). From the gandtChart object, CT is same as the finish time of the corresponding process which is found using its process id (pId). The TAT is calculated as: CT-AT, i.e. the total time for which a process remains in the system. Waiting time is calculated as: TAT-BT, i.e. the time in the system other than the burst time is it’s waiting time. All the parameters for the processes are then printed in a tabular format.

**Algorithm:**

Step 1: START

Step 2: Take the process parameters- burst times for all the processes as input from the user. Maintain an input vector for the same. Also maintain a copy of this input vector (inoutCopy) which can be modified while processes are executing.

Step 3: Sort this vector in increasing order of arrival times of the processes.

Step 4: Iterate the input vector and perform the following steps until all the processes have completed their burst times. ( 5-6 ):

Here ‘curr’ is the current process and ‘t’ is the timestamp.

Step 5: curr = fetchNextProcess(input,t); It returns an object of time process. In case a process is unavailable, it returns a process with arrival and burst times as INT\_MAX which is detected if this is the case and the loop is continued and the timestamp is incremented by 1 time unit.

Step 6: If step 5 returns a valid process, its process id is compared with that of the curr process. If it is same then the finish time of the process is updated with the current time, the burst time of the process is decremented by 1 time unit, and a check is made if all the processes have been completed.

Parameters Calculated:

Step 7: For each process the following steps are followed and the ans is stored in a vector

Step 8: CT = finishTime;

Step 9: TAT = CT-AT;

Step 10: WT=TAT-BT;

Step 11: push the current ans parameters as a single object into the ans vector.

Step 12: print all the parameters in tabular manner.

**Code:**

#include<iostream>

#include<vector>

#include<climits>

using namespace std;

class process

{

public:

int pId;

int AT;

int BT;

bool complete=false;

};

class finalAns

{

public:

process p;

int ST;

int CT;

int TAT;

int WT;

bool check;

};

class gandt

{

public:

process p;

int ST;

int FT;

};

void sortByArrivalTime(vector<process> & input)

{

for(int i=0; i<input.size()-1; i++)

{

for(int j=0; j<input.size()-1-i; j++)

{

if(input[j].AT>input[j+1].AT)

{

process temp;

temp.BT=input[j].BT;

input[j].BT= input[j+1].BT;

input[j+1].BT= temp.BT;

temp.AT=input[j].AT;

input[j].AT= input[j+1].AT;

input[j+1].AT= temp.AT;

temp.pId=input[j].pId;

input[j].pId= input[j+1].pId;

input[j+1].pId= temp.pId;

}

}

}

}

void decreaseBT(vector<process> & input,int pId)

{

for(int i=0; i<input.size(); i++)

{

if(input[i].pId==pId)

{

input[i].BT=input[i].BT-1;

if(input[i].BT<=0)

{

input[i].complete=true;

}

break;

}

}

}

process fetchNextProcess(vector<process> input,int t)

{

process next;

next.pId=INT\_MAX;

next.AT=INT\_MAX;

next.BT=INT\_MAX;

for(int i=0; i<input.size(); i++)

{

if(input[i].complete==false && input[i].AT<=t && input[i].BT<next.BT && input[i].BT>0 )

{

next.pId=input[i].pId;

next.AT=input[i].AT;

next.BT=input[i].BT;

}

}

return next;

}

bool checkAllComplete(vector<process>input)

{

bool ans=true;

for(int i=0; i<input.size(); i++)

{

if(input[i].complete!=true)

{

return false;

}

}

return ans;

}

int main()

{

cout<<"Enter the number of processes: ";

int n;

cin>>n;

cout<<endl;

vector<process> input;

vector<process>inputCopy;

for(int i=0; i<n; i++)

{

process tempObject;

cout<<"Enter arrival time for process "<<i+1<<": ";

cin>>tempObject.AT;

cout<<endl;

cout<<"Enter burst time for process "<<i+1<<": ";

cin>>tempObject.BT;

cout<<endl;

tempObject.pId=i+1;

input.push\_back(tempObject);

}

for(int i=0; i<input.size(); i++)

{

process temp;

temp.AT=input[i].AT;

temp.BT=input[i].BT;

temp.pId=input[i].pId;

temp.complete=input[i].complete;

inputCopy.push\_back(temp);

}

sortByArrivalTime(input);

sortByArrivalTime(inputCopy);

int totalTime=0;

for(int i=0; i<n; i++)

{

totalTime+=input[i].BT;

}

vector<gandt> gandtChart;

int t=input[0].AT;

totalTime+=t;

process currProcess= input[0];

bool allComplete=false;

while(!allComplete)

{

gandt temp;

temp.p=currProcess;

if(currProcess.BT==INT\_MAX)

{

t++;

currProcess=fetchNextProcess(input,t);

continue;

}

// cout<<"current process: "<<currProcess.pId<<endl;

temp.ST=t;

temp.FT=++t;

if(gandtChart.size()!=0 && temp.p.pId==gandtChart[gandtChart.size()-1].p.pId)

{

gandtChart[gandtChart.size()-1].FT=temp.FT;

}

else

{

gandtChart.push\_back(temp);

}

decreaseBT(input,currProcess.pId);

currProcess=fetchNextProcess(input,t);

allComplete=checkAllComplete(input);

}

/\* cout<<"pId"<<'\t'<<"ST"<<'\t'<<"FT"<<endl;

for(int i=0; i<gandtChart.size(); i++)

{

cout<<gandtChart[i].p.pId<<'\t';

cout<<gandtChart[i].ST<<'\t';

cout<<gandtChart[i].FT<<'\t';

cout<<endl;

}\*/

vector<finalAns> ans;

for(int i=0; i<n; i++)

{

finalAns temp;

temp.p.AT=input[i].AT;

temp.p.BT=inputCopy[i].BT;

temp.p.pId=input[i].pId;

temp.CT=-1;

temp.TAT=-1;

temp.WT=-1;

temp.check=false;

ans.push\_back(temp);

}

int counter=0;

for(int i=gandtChart.size()-1; counter<n; i--)

{

for(int j=0; j<ans.size(); j++)

{

if(ans[j].p.pId==gandtChart[i].p.pId && ans[j].check==false)

{

ans[j].CT=gandtChart[i].FT;

ans[j].check=true;

counter++;

break;

}

}

}

for(int i=0; i<ans.size(); i++)

{

ans[i].TAT=ans[i].CT-ans[i].p.AT;

ans[i].WT=ans[i].TAT-ans[i].p.BT;

}

cout<<"P\_ID"<<'\t';

cout<<"AT"<<'\t';

cout<<"BT"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int i=0; i<50; i++)

{

cout<<'-';

}

cout<<endl;

for(int i=0; i<n; i++)

{

cout<<ans[i].p.pId<<'\t';

cout<<ans[i].p.AT<<'\t';

cout<<ans[i].p.BT<<'\t';

cout<<ans[i].CT<<'\t';

cout<<ans[i].TAT<<'\t';

cout<<ans[i].WT<<'\t';

cout<<endl;

for(int i=0; i<50; i++)

{

cout<<'-';

}

cout<<endl;

}

}

**Output:**
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**Result:** We have successfully implemented the Shortest Remaining Time First Algorithm for CPU Scheduling. Completion time, turn around time and waiting time for each process is calculated and verified.

**Conclusion:** SRTF allots the CPU to the process which has the minimum burst time till now i.e. it progressively checks after every 1 unit time for the arrival of a shorter process and preempts the current process in that case.

**Experiment-5**

**Aim:** 5.(a) To implement Round Robin CPU scheduling algorithm on a set of processes with burst times given. (arrival time = 0)

5.(b) To implement Round Robin algorithm for a given set of processes given their burst times and arrival times as well.

**Theory:** Round Robin scheduling algorithm is preemptive by nature. It runs on the basis of time quantum. At a time a process runs no longer than 1 time quantum and after that, if the process terminates before that 1 time quantum, the remaining time is allotted to the next process, else if it takes longer than 1 time quantum, it is preempted and the algorithm now takes a circular loop over all the processes in the ready queue for at most 1 time quantum each before resuming this process again.

When the arrival times are assumed to be 0 for all the processes, the algorithm runs like a circular queue, giving at most 1 time quantum to each process and preempting it if it takes longer than 1 time quantum burst time.

When arrival time is given, the approach is a little different. At the end of each time quantum, we check for the processes that arrived during that time quantum and push them at the back of the queue before starting the next time quantum. The circular traversal is same as before.

Completion time, turn around time and waiting time for each is then calculated as: TAT= CT-AT and WT = TAT-BT.

**Algorithm:**

**5.a) Without arrival time:**

Step 1: START

Step 2: Take the process parameters- burst times for all the processes as input from the user and the value of time quantum.

Step 3: Iterate the input vector and perform the following steps until all the processes have completed their burst times. ( 5-6 ):

Step 4: Allot 1 time quantum to each process.

Step 5: If BT>1tq, it is preempted and pushed at the back of the queue and the next process is started for at most 1tq.

Step 6: If BT<1tq, it is marked finished and is popped off the ready queue and the next process is started immediately.

Parameters Calculated:

Step 7: For each process the following steps are followed and the ans is stored in a vector

Step 8: CT = finishTime;

Step 9: TAT = CT;

Step 10: WT=TAT-BT;

Step 11: push the current ans parameters as a single object into the ans vector.

Step 12: print all the parameters in tabular manner.

**5.a) With arrival time:**

Step 1: START

Step 2: Take the process parameters- burst times for all the processes as input from the user and the value of time quantum.

Step 3: Iterate the input vector and perform the following steps until all the processes have completed their burst times. ( 5-6 ):

Step 4: Allot 1 time quantum to each process.

Step 5: If BT>1tq, it is preempted and pushed at the back of the queue and the next process is started for at most 1tq.

Step 6: If BT<1tq, it is marked finished and is popped off the ready queue and the next process is started immediately.

Step 7: At the end of each time quantum, the processes that arrived in this time quantum are pushed at the back of the queue and the next time quantum then starts in the same way.

Parameters Calculated:

Step 8: For each process the following steps are followed and the ans is stored in a vector

Step 9: CT = finishTime;

Step 10: TAT = CT;

Step 11: WT=TAT-BT;

Step 12: push the current ans parameters as a single object into the ans vector.

Step 13: print all the parameters in tabular manner.

**Code:**

**5.a)**

#include<iostream>

#include<vector>

using namespace std;

//global time;

int time=0;

class processParams{

public:

int pId;

int BT;

int CT;

int TAT;

int WT;

bool check=false;

};

void execute(vector<processParams> & input,int i,int tq){

if(input[i].check==true || input[i].BT==0 ){

input[i].check=true;

return;

}

else if(input[i].BT-tq>0){

cout<<i<<"executing"<<endl;

input[i].BT-=tq;

time+=tq;

}

else if(input[i].BT-tq<0){

time+=input[i].BT;

input[i].BT=0;

input[i].CT=time;

input[i].TAT=time;

input[i].WT= input[i].TAT-input[i].BT;

input[i].check=true;

cout<<i<<"done"<<endl;

}

}

bool checkAllComplete(vector<processParams> input){

for(int i=0;i<input.size();i++){

if(input[i].check==false){

return false;

}

}

return true;

}

int main()

{

int n;

cout<<"Enter the number of processes: ";

cin>>n;

vector<processParams> input;

for(int i=0;i<n;i++){

processParams temp;

temp.pId=i+1;

cout<<"Enter the burst time for process "<<i+1;

cin>>temp.BT;

input.push\_back(temp);

cout<<endl;

}

vector<processParams> inputcopy = input;

cout<<"Enter the time quantum ";

int tq;

cin>>tq;

while(!checkAllComplete(input)){

for(int i=0;i<n;i++){

processParams curr = input[i];

execute(input,i,tq);

}

if(checkAllComplete(input)){break;}

}

cout<<"P\_ID"<<'\t';

cout<<"BT"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int i=0;i<50;i++){

cout<<'-';

}

cout<<endl;

for(int i=0; i<n; i++)

{

cout<<input[i].pId<<'\t';

cout<<inputcopy[i].BT<<'\t';

cout<<input[i].CT<<'\t';

cout<<input[i].TAT<<'\t';

cout<<input[i].WT<<'\t';

cout<<endl;

for(int i=0;i<50;i++){

cout<<'-';

}

cout<<endl;

}

}

**5.b)**

#include<iostream>

#include<vector>

#include<queue>

using namespace std;

//global time;

int time=0;

class processParams

{

public:

int pId;

int AT;

int BT;

int CT;

int TAT;

int WT;

bool check=false;

};

sortBtArrivalTime(vector<processParams> & input)

{

for(int i=0; i<input.size(); i++)

{

for(int j=0; j<input.size()-i-1; j++)

{

if(input[j].AT>input[j+1].AT)

{

processParams temp;

temp.AT=input[j].AT;

input[j].AT = input[j+1].AT;

input[j+1].AT = temp.AT;

temp.BT=input[j].BT;

input[j].BT = input[j+1].BT;

input[j+1].BT = temp.BT;

temp.pId=input[j].pId;

input[j].pId = input[j+1].pId;

input[j+1].pId = temp.pId;

}

}

}

}

bool executeCurrProcess(processParams & curr, vector<processParams> & input,int tq)

{

bool flag;

cout<<"executing: "<<curr.pId<<endl;

for(int i=0; i<input.size(); i++)

{

if(input[i].pId==curr.pId)

{

if(input[i].BT==0){

return true;

}

if(input[i].BT-tq>0)

{

input[i].BT-=tq;

curr.BT-=tq;

time+=tq;

flag=false;//incomplete and push again;

}

else if(input[i].BT-tq<=0)

{

time+=input[i].BT;

input[i].BT=0;

curr.BT=0;

input[i].check=true;

curr.check=true;

input[i].CT=time;

input[i].TAT= input[i].CT-input[i].AT;

//input[i].WT = input[i].TAT- input[i].BT;

flag=true;//complete and do not push again

}

break;

}

}

return flag;

}

void pushArrivedProcesses(vector<processParams> input, queue<processParams> & rrobin, int prevTime)

{

for(int i=0; i<input.size(); i++)

{

if(input[i].AT>prevTime && input[i].AT<=time)

{

rrobin.push(input[i]);

}

}

return;

}

void checkForNewProcess(vector<processParams> input,queue<processParams> & rrobin)

{

for(int i=0; i<input.size(); i++)

{

if(input[i].AT==time && input[i].check==false)

{

rrobin.push(input[i]);

}

}

}

bool checkAllComplete(vector<processParams> input)

{

for(int i=0; i<input.size(); i++)

{

if(input[i].check==false)

{

return false;

}

}

return true;

}

int main()

{

int n;

cout<<"Enter the number of processes: ";

cin>>n;

vector<processParams> input;

vector<processParams> inpcpy;

for(int i=0; i<n; i++)

{

processParams temp;

temp.pId=i+1;

cout<<"Enter the arrival time for process "<<i+1;

cin>>temp.AT;

cout<<endl;

cout<<"Enter the burst time for process "<<i+1;

cin>>temp.BT;

input.push\_back(temp);

inpcpy.push\_back(temp);

cout<<endl;

}

cout<<"Enter the time quantum ";

int tq;

cin>>tq;

// sortByArrivalTime(input);

int startTime = input[0].AT;

queue<processParams> rrobin;

rrobin.push(input[0]);

int prevTime;

while(!checkAllComplete(input))

{

prevTime = time;

if(rrobin.empty())

{

time++;

checkForNewProcess(input,rrobin);

continue;

}

processParams curr = rrobin.front();

rrobin.pop();

bool check = executeCurrProcess(curr,input,tq);

pushArrivedProcesses(input,rrobin,prevTime);

if(check==false)

{

rrobin.push(curr);

}

}

cout<<"P\_ID"<<'\t';

cout<<"AT"<<'\t';

cout<<"BT"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int i=0; i<50; i++)

{

cout<<'-';

}

cout<<endl;

for(int i=0; i<n; i++)

{

cout<<input[i].pId<<'\t';

cout<<input[i].AT<<'\t';

cout<<inpcpy[i].BT<<'\t';

cout<<input[i].CT<<'\t';

cout<<input[i].TAT<<'\t';

cout<<input[i].TAT-inpcpy[i].BT<<'\t';

cout<<endl;

for(int i=0; i<50; i++)

{

cout<<'-';

}

cout<<endl;

}

}

**Output:**

**5.a) Without Arrival Time:**
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**5.b) With Arrival Time**
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**Result:** We have successfully implemented the Round Robin algorithm for CPU scheduling by allotting at most 1 time quantum to each process and preempting it if it takes longer than that. The completion time, turnaround time and waiting time was calculated for both the cases; with arrival time and without arrival time.

**Conclusion:** Round Robin algorithm allots at most 1 time quantum to each process and thus, is very efficient for time sharing system where each user should not get more than his fair share of the cpu time.

**Experiment-6**

**Aim:** To implement preemptive priority scheduling algorithm.

**Theory:** Priority scheduling is a non-preemptive algorithm and one of the most common scheduling algorithms in batch systems. Each process is assigned a priority. Process with the highest priority is to be executed first and so on. Processes with the same priority are executed on first come first served basis. Priority can be decided based on memory requirements, time requirements or any other resource requirement.

The scheduling starts at time t0 with the first process available. Every time a process is executed, the time stamp is incremented and the availability of a higher priority process is checked. If such a process is available, the current process is preempted and the higher priority process starts executing now. This is continued till all the processes are executed.

**Algorithm:**

Step 1: START

Step 2: Take the process parameters- burst times for all the processes as input from the user and the value of time quantum. Initialize the system clock from t = 0.

Step 3: Iterate the input vector and perform the following steps until all the processes have completed their burst times. ( 5-6 ):

Step 4: Execute the first process available and increment the time stamp by 1.

Step 5: Now check for a higher priority process. If such a process is found, preempt the current process.

Parameters Calculated:

Step 6: For each process the following steps are followed and the ans is stored in a vector

Step 7: CT = finishTime;

Step 8: TAT = CT;

Step 9: WT=TAT-BT;

Step 10: push the current ans parameters as a single object into the ans vector.

Step 11: print all the parameters in tabular manner.

**Code:**

#include<iostream>

#include<vector>

using namespace std;

//global time;

int time=0;

class processParams{

public:

int pId;

int AT;

int BT;

int priority; // lower the priority number higher the priority

int CT;

int TAT;

int WT;

bool check=false;

};

processParams fetchProcess(vector<processParams> input){

//min priority number wala process with at<=time

int i=0;

processParams p;

vector<processParams> candidates;

for(i=0;i<input.size();i++){

if(input[i].AT<=time && input[i].check==false){

candidates.push\_back(input[i]);

}

}

if(candidates.size()==0){

processParams temp;

temp.pId=-1;

return temp;

}

p=candidates[0];

for(i=0;i<candidates.size();i++){

if(candidates[i].priority<p.priority){

p=candidates[i];

}

}

return p;

}

void execute(vector<processParams> & input, processParams curr){

if(curr.check==true){

return;

}

cout<<"execute "<<curr.pId<<endl;

int i;

for(i=0;i<input.size();i++){

if(input[i].pId== curr.pId){

break;

}

}

input[i].BT-=1;

time++;

if(input[i].BT==0){

input[i].check=true;

input[i].CT=time;

}

}

bool checkAllComplete(vector<processParams> input){

for(int i=0;i<input.size();i++){

if(input[i].check==false){

return false;

}

}

return true;

}

int main(){

int n;

cout<<"Enter the number of processes: ";

cin>>n;

cout<<endl;

vector<processParams> input;

for(int i=0;i<n;i++){

processParams temp;

temp.pId=i+1;

cout<<"Enter the arrival time for process "<<i+1<<':';

cin>>temp.AT;

cout<<endl;

cout<<"Enter the burst time for process "<<i+1<<':';

cin>>temp.BT;

cout<<endl;

cout<<"Enter the priority number for process "<<i+1<<':';

cin>>temp.priority;

cout<<endl;

input.push\_back(temp);

}

vector<processParams> inpcpy = input;

//onnput sorted by AT.

while(time<input[0].AT){

time++;

}

processParams curr;

while(!checkAllComplete(input)){

curr = fetchProcess(input);

if(curr.pId!=-1){

execute(input,curr);

}

}

cout<<endl;

cout<<"pID"<<'\t';

cout<<"AT"<<'\t';

cout<<"BT"<<'\t';

cout<<"pri"<<'\t';

cout<<"CT"<<'\t';

cout<<"TAT"<<'\t';

cout<<"WT"<<'\t';

cout<<endl;

for(int j=0; j<60; j++)

{

cout<<"-";

}

cout<<endl;

for(int i=0;i<input.size();i++){

cout<<input[i].pId<<'\t';

cout<<input[i].AT<<'\t';

cout<<inpcpy[i].BT<<'\t';

cout<<input[i].priority<<'\t';

cout<<input[i].CT<<'\t';

cout<<input[i].CT-input[i].AT<<'\t';

cout<<input[i].CT-input[i].AT-inpcpy[i].BT<<endl;

}

for(int j=0; j<60; j++)

{

cout<<"-";

}

cout<<endl;

}
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**Result:** In this experiment we successfully implemented the Pre-emptive Priority CPU Scheduling algorithm for a number of burst, arrival times and priorities.

**Conclusion:** In this experiment we learned more about the Pre-emptive Priority Scheduling algorithm and how it functions by giving priority on different criteria to a process that may be more important in the real world scenario.